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| 1. **Purpose of experiment**   **Experiment 1:** **(1)** Understand and learn how to write a basic web server using  Python that can receive, parse, and respond to HTTP request messages.  **(2)** Implement basic HTTP server functionalities to enable the server to locate and read specific files within the server's file system based on client requests, returning the file contents in the form of HTTP response messages.  **(3)** Handle GET requests and return the appropriate content or a 404 Not Found error message based on whether the requested file exists.  **(4)** Practice basic socket programming and network communication, understanding the format and content of HTTP messages.  **Experiment 2:**  **(1)** Implement a simple ping program based on UDP to measure Round-Trip Time (RTT) by simulating the exchange of ping and pong messages.  **(2)** Understand how to write client and server programs using Python to achieve the interaction of ping and pong in UDP communication.  **(3)** Demonstrate simulating packet loss to replicate potential loss situations in actual networks.  Experiment 3:  **(1)** Develop a basic TCP-based FTP protocol using Python and the Socket module to achieve simple file transfer functionality.  **(2)** Demonstrate the fundamental file request and response process between the server and client, including requesting files, checking file existence, and sending files or error messages.   1. **Experimental principle**   Experiment 1:   1. Utilize the socket module in Python to create a basic TCP/IP server, listening on a specific port to accept connections from clients.     *Figure (1) Web listening*   1. Parse HTTP request messages, primarily GET requests, extracting the requested file name and method.     *Figure (2) HTTP request messages*   1. Construct the server file path, check file existence and whether it's a file (not a directory), and read file content.     *Figure (3) read file content*   1. Based on the request, build an HTTP response message, including a status line, header information, and the actual file content.     *Figure (4): The target file exists and has been successfully read.*    Figure (5): Failure to find the target file results in an error message.   1. Send the HTTP response message to the client via the socket.     *Figure (6): Send the HTTP response message.*  **Experiment 2:**   1. The client uses Python's socket module to create a UDP socket, sending ping messages to the server.     *Figure (7):client send ping messages to the server.*   1. The server receives messages from the client, converts them to uppercase, and sends them back to the client.     *Figure (8):server receives messages.*   1. The client calculates and prints the Round-Trip Time (RTT) for each received pong message, simulates packet loss, and waits for the server's response within 1 second.     *Figure (9):Round-Trip Time.*  **Experiment 3:**  Server-Side:   1. Create a TCP socket, bind it to an address and port, and listen for client connections.     *Figure (10):Create a TCP socket.*   1. Accept client connection requests and await file name requests.     *Figure (11):Accept client connection requests.*   1. Check if the requested file exists; if it does, send the file content, otherwise, send an error message.     *Figure (12):Check if the requested file exists.*  Client-Side:   1. Create a TCP socket and connect to the server.     *Figure (13):Create a TCP socket.*   1. Send a file name request to the server.     *Figure (14):Send a file name request to the server.*   1. Receive the file content or error message from the server and respond accordingly.     *Figure (15):Receive*   1. **Content**   **Experiment 1:**  **(1)** Create a TCP socket based on IPv4, bind it to a specific IP address and port, and listen for connection requests from clients.  **(2)** Upon receiving a connection, receive the HTTP request message from the client.  **(3)** Parse the request message, extract the requested file name and method, build the file path, check file existence, and read file content.  **(4)** Construct the appropriate HTTP response message, including a status line, header information, and the actual file content.  **(5)** Send the HTTP response message to the client via the socket.  **(6)** For files not found, return an error message "404 Not Found".  In the case of the existence of the target file and successful reading:    *Figure (16): Page Display*    *Figure (17): Server-side Response*    *Figure (18): Content within index.html*  In the situation where the target file is not found, an error message is returned:    *Figure (19): Page Display*    *Figure (20): Server-side Response*  **Experiment 2:**  **(1)** The client creates a UDP socket and sends 10 ping messages to the server.  **(2)** The server receives the ping messages, converts them to uppercase, and returns them to the client.    *Figure (21): The phenomena of server operation.*  **(3)** The client receives the server's pong messages, calculates the Round-Trip Time (RTT) for each data packet.    *Figure (22): The phenomena of client operation.(Packet loss rate is 20%)*   1. The client simulates packet loss, potentially losing some messages according to the specified loss rate.     *Figure (23): Packet loss rate is 1%.*    *Figure (24): Packet loss rate is 70%.*   1. The client logs the loss information and prints "Request Timed Out" if there is no response from the server within 1 second.     *Figure (25): The server introduces a two-second delay.*  **Experiment 3:**   1. Establish a TCP socket and bind/connect to the server on the specified address and port. 2. For the server, process incoming file requests, checking for file existence, and respond with the file content or an error message. 3. On the client side, send the file name request, receive and handle the file content or an error message accordingly. 4. Maintain a continuous connection on the server side to listen for incoming requests. Close the client connection after the transaction.     *Figure (26): When the file exists.*    *Figure (27): When the file doesn't exist.* |
| 1. **Conclusion and discussion**   **Experiment 1:**  **(1)** This experiment demonstrates the implementation of a basic Python web server capable of handling simple HTTP GET requests.  **(2)** Through simple file reading and processing of HTTP messages, the experiment illustrates how the server responds to requests and can return the corresponding content or error messages.  **Experiment 2:**  **(1)** The experiment demonstrated a UDP-based ping program, showcasing the calculation of Round-Trip Time (RTT) for ping and pong messages.  **(2)** It can simulate packet loss, causing some messages to not receive a response, simulating packet loss scenarios in actual networks.  **(3)** Because UDP is a connectionless protocol without a confirmation mechanism, it cannot ensure the reliable transmission of data packets.  **Experiment 3:**  This simple FTP protocol example demonstrates basic file transfer functionality based on TCP, exhibiting basic interaction between the server and client. |
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